**ZK Core Program - Homework Week 1**

1. **Symmetric vs. Asymmetric Encryption**: What are the key differences between symmetric and asymmetric encryption? Provide a practical use case for each.

Answer :

* **Simple Explanation Symmetric Encryption (One Key)**: Uses the same key to lock (encrypt) and unlock (decrypt) data. Fast, but you must secretly share the key (risky if intercepted). Example: Like a physical key that both sender and receiver use. **→usecase :** Encrypting large files (e.g., ZIP passwords, hard drive encryption).
* **Asymmetric Encryption (Two Keys)**: Uses a public key (shared with everyone) and a private key (kept secret). Public key locks data, private key unlocks it. Slower, but no need to share secrets. Example: Like a mailbox—anyone can drop a letter in (public key), but only you can open it (private key). **→usecase :** Secure emails, Bitcoin transactions, or sending secret keys safely.

1. **Public-Key Cryptography and Key Exchange Protocols**: How can the Diffie-Hellman protocol enhance security in a messaging application

Answer :

* This protocol is significant as it anables secure communication over insecure channels by allowing two parties to generate a shared secret key, which can then be used for encryption and decryption of messages. It helps prevents eavesdropping because: Even if attackers see the public keys, they can’t compute the shared secret easily.
* Used in: Signal Protocol (WhatsApp, Signal). TLS/SSL (HTTPS secure browsing).
* Example of how it works: Alice and Bob agree on a public **prime number (p)** and **base number (g)**. Each picks a **private number (a, b)**. They compute: Alice sends: A = g^a mod p Bob sends: B = g^b mod p Shared secret = B^a mod p = A^b mod p (same result).

1. **Hash Functions**: What features make SHA-256 and Poseidon good hash functions for ensuring data integrity? Mention one unique advantage of Poseidon.

Answer :

* Deterministic (same input → same output).
* Pre-image resistance (hard to reverse).
* Collision resistance (hard to find two inputs with the same hash).
* Avalanche effect (small input change → completely different hash).
* SHA-256: Widely used in Bitcoin and TLS. Computationally secure but slow in zero-knowledge proofs (ZKPs).
* Poseidon (Unique Advantage): Unlike traditional hash functions like SHA-256, Poseidon is optimized for operations within prime fields, a common setting for ZK proofs, minimizing multiplicative operations and constraints. This leads to faster computations and smaller circuit sizes, making it a valuable tool for applications requiring privacy-preserving computations.

1. **Merkle Trees**: Explain how Merkle trees can help verify data in a large database efficiently.

Answer :

* A Merkle tree is a core component of blockchain and cryptography. It's a binary tree filled with cryptographic hashes. This structure enables efficient and secure verification of the contents of large data structures.
* Merkle trees enable efficient data verification in large databases by using a tree-like structure of cryptographic hashes. Each leaf node represents a hash of a data block, and parent nodes are hashes of their children. This allows for quick verification of data integrity and inclusion proofs, as only a small portion of the tree needs to be traversed to confirm a specific data point.

1. **Cryptographic Commitments**: How can Pedersen Commitments be used in a blockchain protocol to maintain transaction privacy?

Answer :

* Cryptographic commitments are essential in cryptography and blockchain technology as they allow for selective hiding and revealing of information. This feature ensures data privacy while still enabling verification processes.
* It helps achieve secure and efficient verification of transactions in blockchain protocols. In such contexts, sensitive information, such as transaction details or user identities, is hidden while revealing others for the verifier to authenticate the transactions.
* A Pedersen Commitment has two key properties - **Hiding**: The commitment reveals nothing about the secret value. **Binding**: The committer cannot change the secret after committing. It relies on hard mathematical problems (discrete logarithms) to achieve these properties.
* The commitment is computed as:![](data:image/png;base64,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)

| Factor | *C* | *m* | *r* | *g,h* | *p* |
| --- | --- | --- | --- | --- | --- |
| Use: | Commitment value (sent to the verifier). | Secret message (e.g., a transaction amount). | Random blinding factor (kept secret). | Public generators of a cryptographic group (e.g., elliptic curve points). | A large prime number (group order). |

* It is secure because it **hiding property** - *C* looks random because of *r* , Even if *m* is known,  *r* makes it impossible to link *C* to *m*. And **binding property** to find (*m’,r*’) such that ***g^m.h^r=g^m’.h^r’*** requires solving : ***m + s.r == m’ + s.r’ (mod p-1***) and this is computationally infeasible which means discrete log problem

1. **Digital Signatures**: How can you verify the authenticity of a digitally signed document?

Answer :

* Digital signatures ensure the integrity and authenticity of digital messages or documents. By providing a means to verify the origin and confirm that the content has not been altered, digital signatures play a pivotal role in maintaining trust in digital communications.
* In PKC (Public Key Cryptography), anyone can encrypt their message with the receiver's public key, and only the receiver can decrypt the message with their private key. In digital signatures, on the other hand, if a signer generates a signature for a message using their private key, anyone can validate it using the signer's public key. Therefore, the message of the signature is made public, which distinguishes it from cryptographic commitments.
* Here are the verification steps:

| **Step** | **How it works** |
| --- | --- |
| 1 | Obtain Public Key: From a trusted source (e.g., SSL certificate, Bitcoin address). |
| 2 | Hash the Document: Generate a hash of the original message. |
| 3 | Decrypt Signature: Use the signer’s public key to decrypt the signature → reveals the signed hash |
| 4 | Compare Hashes: If the decrypted hash matches the document’s hash, the signature is valid. |

**THANK YOU !**